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FIG. 11
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COMMUNICATION SYSTEM, NODE,
CONTROL DEVICE, COMMUNICATION
METHOD, AND PROGRAM

TECHNICAL FIELD

This application is a continuation of International Appli-
cation No. PCT/JP2011/062046, filed on May 26, 2011,
claiming priority of Japanese Patent Application No. 2010-
123054, filed on May 28, 2010, both disclosures of which
are incorporated herein by reference in their entireties.

The present invention relates to a communication system,
a node, a control device, a communication method, and a
program, and more particularly to a communication system,
a node, a control device, a communication method, and a
program for carrying out communication by forwarding
packets via the nodes arranged on a network.

BACKGROUND

Recently, the technology called OpenFlow is proposed as
described in Non-Patent Documents 1 and 2. OpenFlow
identifies communications as end-to-end flows and performs
path control, failure recovery, load balancing, and optimi-
zation on a per-flow basis. An OpenFlow switch, which
functions as a forwarding node, has a secure channel for
communication with an OpenFlow controller, and operates
according to the flow table to which information is added,
and whose contents are rewritten, according to an instruction
from the OpenFlow controller as necessary. In the flow table,
a set of the following three is defined for each flow: a
matching rule (FlowKey/Matching key) against which a
packet header is matched, an action (Action) that defines
processing contents, and flow statistical information (Stats)
(see FIG. 30).

FIG. 31 shows an example of the action names and the
contents of the actions defined in Non-Patent Document 2.
OUTPUT is an action for outputting a packet to a specified
port (interface). SET_VLAN_VID to SET_TP_DST are
actions for modifying the fields of the packet header.

For example, when a first packet is received, the Open-
Flow switch searches the flow table for an entry that has a
matching rule (FlowKey) that matches the header informa-
tion of the received packet. If an entry matching the received
packet is found as a result of the search, the OpenFlow
switch performs the processing contents, described in the
Actions field of the entry, for the received packet. On the
other hand, if an entry matching the received packet is not
found as a result of the search, the OpenFlow switch
forwards the received packet to the OpenFlow controller via
the secure channel, requests the OpenFlow controller to
determine a packet path based on the transmission source/
destination of the received packet, receives a flow entry for
the packet path, and updates the flow table.

[Non-Patent Document 1]

Nick McKeown and seven other authors. “OpenFlow:
Enabling Innovation in Campus Networks”, [online],
[Searched on Feb. 26, 2010], Internet <URL: http://
www.openflowswitch.org//documents/openflow-wp-lat-
est.pdf>

[Non-Patent Document 2]

“Openflow Switch Specification” Version 1.0.0. (Wire Pro-
tocol 0x01) [Searched on Apr. 1, 2010], Internet <URL:
http://www.opentlowswitch.org/documents/openflow-
spec-v1.0.0.pdf>

SUMMARY

The disclosure of the Non-Patent Documents given above
is hereby incorporated by reference into this specification.
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The following analysis is given by the present inventor.
The OpenFlow controller, which receives the above-de-
scribed request for determining the path of the received
packet (see s2 Packet-In in FIG. 33), determines the for-
warding path of the received packet. To forward the received
packet and the subsequent packets, which belong to the same
flow, to host (B), a flow entry must be set in all OpenFlow
switches on the forwarding path (node #1 and node #2 in
FIG. 33). In addition, based on an instruction from the
network administrator, the OpenFlow controller must some-
times change the action of a flow entry that is already set
and, in this case, must change or delete the flow entry.

When a flow entry described above is set, changed, or
deleted via the OpenFlow protocol (see “4.6 Flow Table
Modification Messages” in Non-Patent Document 2), a
communication delay is sometimes generated between the
OpenFlow controller and an OpenFlow switch. This delay,
in turn, causes a delay in setting, changing, or deleting a flow
entry in some of the OpenFlow switches. As a result, in an
OpenFlow switch on the path, a packet matches an unin-
tended flow entry in the flow table with the problem that an
unintended action will be executed.

FIG. 32 is a diagram showing an example where, when an
OpenFlow switch (node #1) receives a packet to be trans-
mitted from host (A) to host (B) and requests the controller
to create a flow entry, a delay is caused in setting a flow
entry, which has the matching key X, in the relay switch
(node #2). In the example in FIG. 32, node #2 has a flow
entry having the matching key B that conflicts with the
matching key X of the flow entry to be set (In the OpenFlow
protocol, a partial match with any header field is allowed as
a matching key and the avoidance of conflict between flow
entries is controlled according to the flow entry search
order). Therefore, in node #2, the packet transmitted from
host (A) is transmitted, not to port #2 to which the packet
should be transmitted, but to port #1, before the flow entry
setting is completed (ST8 in FIG. 32). In this way, when the
OpenFlow protocol is used, an unintended forwarding path
(action execution) may be caused easily due to a setting
delay of a flow entry.

One possible method for solving this problem is shown in
FIG. 33. That is, the (OpenFlow) controller transmits a flow
entry to nodes #1 and #2 (see FlowMod(Add) indicated by
s3 and s6 in FIG. 33) and, at the same time, transmits a
Barrier Request defined by the OpenFlow protocol (see
“5.3.7 Barrier Message” in Non-Patent Document 2 for
Barrier Request; Barrier Request/Reply indicated by s4 in
FIG. 33). When the Barrier Request is received, the node
completes the execution of the processing, which has been
received before the Barrier Request is received, and
responds with “Barrier Reply” (s5 in FIG. 33). This response
allows the (OpenFlow) controller to confirm that the flow
entry has been set correctly. The problem with this method
is that the (OpenFlow) controller must exchange the Barrier
Request/Reply with all nodes in which a flow entry is set,
thus increasing the time before the user packet can be
transmitted (s1(User Packet)-s10(User packet) in FIG. 33).

Another method is to use Stats Request/Reply, instead of
Barrier Request/Reply described above, to check if each
node has the corresponding entry. As with the method in
which Barrier Request/Reply is used, this method also
requires the exchange of messages with all nodes, in which
a flow entry is set, to check if the flow entry is set correctly,
thus increasing the time before the user packet can be
transmitted (s1(User Packet)-s10(User packet) in FIG. 33).

In addition, if some flow entries are lost due to a node
failure after the flow entries are set, both the method in



US 9,426,061 B2

3

which Barrier Request/Reply is used and the method in
which Stats Request/Reply is used cannot avoid an unin-
tended action from being executed.

In view of the foregoing, it is an object of the present
invention to provide a communication system, a node, a
control device, a communication method, and a program for
preventing the problems, such as those described above, in
which an incorrect processing rule (flow entry) is hit node
and an unintended processing is executed.

According to a first aspect of the present invention, there
provided a communication system, comprising a node(s)
that processes a received packet; and a control device that
sets a processing rule in the node, the processing rule
defining a matching rule and processing for a packet that
conforms to the matching rule, wherein the node holds an
identifier in association with a processing rule and deter-
mines whether or not to perform processing for a received
packet depending upon whether or not an identifier of the
received packet corresponds to an identifier associated with
a processing rule corresponding to a matching rule that
conforms to the received packet, the processing being per-
formed according to the processing rule corresponding to the
matching rule that conforms to the received packet.

According to a second aspect of the present invention,
there is provided a node that holds a processing rule in
association with an identifier, the processing rule defining a
matching rule and processing for a packet that conforms to
the matching rule and determines whether or not to perform
processing for a received packet depending upon whether or
not an identifier of the received packet corresponds to an
identifier associated with a processing rule corresponding to
a matching rule that conforms to the received packet and
thereby processes the received packet, the processing being
performed according to the processing rule corresponding to
the matching rule that conforms to the received packet.

According to a third aspect of the present invention, there
is provided a control device, that generates a processing rule
that defines a matching rule and processing for a packet that
conforms to the matching rule, generates an identifier which
is associated with the processing rule and which allows a
node(s) to determine whether or not to perform processing
for a received packet, the processing being performed
according to the processing rule corresponding to the match-
ing rule that conforms to the received packet, and sets the
processing rule and the identifier in the node(s) that is
arranged in a communication system for processing a
received packet.

According to a fourth aspect of the present invention,
there is provided a communication method, comprising the
steps of: holding a processing rule in association with an
identifier, the processing rule defining a matching rule and
processing for a packet that conforms to the matching rule;
and determining whether or not to perform processing for a
received packet depending upon whether or not an identifier
of' the received packet corresponds to an identifier associated
with a processing rule corresponding to a matching rule that
conforms to the received packet, and thereby processing the
received packet, the processing being performed according
to the processing rule corresponding to the matching rule
that conforms to the received packet. This method is com-
bined with a particular machine called a node for processing
a received packet.

According to a fifth aspect of the present invention, there
is provided a communication method, comprising the steps
of generating a processing rule that defines a matching rule
and processing for a packet that conforms to the matching
rule; generating an identifier which is associated with the
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processing rule and which allows a node(s) to determine
whether or not to perform processing for a received packet,
the processing being performed according to the processing
rule corresponding to the matching rule that conforms to the
received packet; and setting the processing rule and the
identifier in the node(s) that is arranged in a communication
system for processing a received packet. This method is
combined with a particular machine called a control device
that sets the processing rule in a node(s) that processes a
received packet.

According to a sixth aspect of the present invention, there
is provided a program causing a node(s), provided in a
communication system to process a received packet, to
perform the processing of storing a processing rule in
association with an identifier, the processing rule defining a
matching rule and processing for a packet that conforms to
the matching rule; and determining whether or not to per-
form processing for a received packet depending upon
whether or not an identifier of the received packet corre-
sponds to an identifier associated with a processing rule
corresponding to a matching rule that conforms to the
received packet, the processing being performed according
to the processing rule corresponding to the matching rule
that conforms to the received packet. This program may be
recorded on a computer readable recording medium. That is,
the present invention may be embodied as a computer
program product.

According to a seventh aspect of the present invention,
there is provided a computer program causing a control
device, provided in a communication system to control a
node(s) which processes a received packet, to perform the
processing of generating a processing rule that defines a
matching rule and processing for a packet that conforms to
the matching rule; generating an identifier which is associ-
ated with the processing rule and which allows a node(s) to
determine whether or not to perform processing for a
received packet, the processing being performed according
to the processing rule corresponding to the matching rule
that conforms to the received packet; and setting the pro-
cessing rule and the identifier in the node(s). This computer
program may be recorded on a computer readable recording
medium. That is, the present invention may be embodied as
a computer program product. Also the program may be
regarded as either a program product (i.e. manufacture) or a
process embodying the communication method (process),
expressed in a program language.

The meritorious effects of the present invention are sum-
marized as follows without limitation. According to the
present invention, the execution of unintended processing
can be prevented in a node(s) arranged in a data forwarding
network.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 is a diagram showing the outline of the present
invention.

FIG. 2 is another diagram showing the outline of the
present invention.

FIG. 3 is a diagram showing the configuration of a
communication system in a first exemplary embodiment of
the present invention.

FIG. 4 is a block diagram showing the configuration of a
control device (controller) in the first exemplary embodi-
ment of the present invention.

FIG. 5 is a diagram showing the information held in a flow
entry DB of the control device (controller) shown in FIG. 4.
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FIG. 6 is a diagram showing the information held in a
verification information DB of the control device (control-
ler) shown in FIG. 4.

FIG. 7 is a block diagram showing the configuration of a
node in a first exemplary embodiment of the present inven-
tion.

FIG. 8 is a diagram showing the information held in a flow
table of the node shown in FIG. 7.

FIG. 9 is a diagram showing an example of a packet which
includes verification information (or to which verification
information is added).

FIG. 10 is a diagram showing an example of the configu-
ration of a verification-information-added additional header
shown in FIG. 9.

FIG. 11 is a flowchart showing the operation of the control
device (controller) in the first exemplary embodiment of the
present invention.

FIG. 12 is a flowchart showing the operation of a node(s)
in the first exemplary embodiment of the present invention.

FIG. 13 is a reference diagram showing a sequence of
flow in the communication system in the first exemplary
embodiment of the present invention.

FIG. 14 is a sequence diagram showing a sequence of the
flow in the communication system in the first exemplary
embodiment of the present invention.

FIG. 15 is a diagram showing the information held in a
flow entry DB of a control device (controller) in a second
exemplary embodiment of the present invention.

FIG. 16 is a diagram showing the information held in a
verification information DB of the control device (control-
ler) in the second exemplary embodiment of the present
invention.

FIG. 17 is a block diagram showing the configuration of
a node in the second exemplary embodiment of the present
invention.

FIG. 18 is a diagram showing the information held in the
flow table of the node shown in FIG. 17.

FIG. 19 is a diagram showing an example of a packet in
which verification information is included (embedded).

FIG. 20 is a flowchart showing the operation of the
control device (controller) in the second exemplary embodi-
ment of the present invention.

FIG. 21 is a flowchart showing the operation of a node in
the second exemplary embodiment of the present invention.

FIG. 22 is a diagram showing the information held in a
flow entry DB of a control device (controller) in a third
exemplary embodiment of the present invention.

FIG. 23 is a diagram showing the information held in a
verification information DB of the control device (control-
ler) in the third exemplary embodiment of the present
invention.

FIG. 24 is a diagram showing the information held in the
flow table of a node in the third exemplary embodiment of
the present invention.

FIG. 25 is a diagram showing the information held in a
flow entry DB of a control device (controller) in a fourth
exemplary embodiment of the present invention.

FIG. 26 is a diagram showing the information held in a
verification information DB of the control device (control-
ler) in the fourth exemplary embodiment of the present
invention.

FIG. 27 is a diagram showing the information held in the
flow table of a node in the fourth exemplary embodiment of
the present invention.

FIG. 28 is a diagram showing an example of a packet used
in a fifth exemplary embodiment of the present invention.
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FIG. 29 is a diagram showing an example of the configu-
ration of the verification-information-added additional
header in FIG. 28.

FIG. 30 is a diagram showing the configuration of a flow
entry described in Non-Patent Document 2.

FIG. 31 is a diagram showing the action names and the
contents of the actions described in Non-Patent Document 2.

FIG. 32 is a diagram showing the operation of the
OpenFlow controller (controller) and a flow switch (node)
described in Non-Patent Document 2.

FIG. 33 is a reference diagram and a sequence diagram
showing a sequence of operation for setting a flow entry
reliably using the OpenFlow protocol described in Non-
Patent Document 2.

PREFERRED MODES

First, the following describes the outline of an exemplary
embodiment of the present invention. Note that the drawing
reference numerals appended to this outline are exemplary
only to help understanding but do not intend to limit the
present invention to the mode shown in the figures. As
shown in FIG. 1, when a packet is received, a node 10 (see
node #2 in FI1G. 1) of a communication system of the present
invention extracts a processing rule, which conforms to the
received packet, using the matching rule (matching key)
included in the processing rule held in the device itself (step
1). Next, the node 10 (see node #2 in FIG. 1) checks if
(whether or not) the identifier associated with the extracted
processing rule is identical with the identifier included in the
received packet (step 2). Although, in the above description,
the node 10 checks that the identifier associated with the
processing rule is identical with the identifier included in the
received packet, the present invention is not limited to this
method. For example, the present invention includes a case
in which the node 10 checks that the identifier associated
with the processing rule corresponds to the identifier
included in the received packet. This applies also to the
subsequent steps and exemplary embodiments. If it is con-
firmed as a result of the checking that the identifier associ-
ated with the processing rule matches the identifier of the
received packet, the node 10 (see node #2 in FIG. 1)
performs processing according to the processing rule (step
3.

The above-described identifier is information generated
by a control device (controller) 20 in association with the
processing rule. The identifier is generated and attached so
that the processing rules that may conform to a received
packet can be identified. Therefore, if a processing rule is
extracted through the search using a matching rule (match-
ing key) but if the identifier does not match that of a received
packet, the action of the processing rule is not performed. An
identifier is included in a user packet in various ways, for
example, an identifier is added to the user packet as shown
in FIG. 1 and FIG. 2 or is embedded in a particular area of
the user packet (see FIG. 19).

The configuration described above avoids an unintended
action from being executed even when a condition men-
tioned before in this specification occurs, for example, when
the setting of a processing rule is delayed or when a part of
a flow entry is lost due to an error in the node.

In the example in FIG. 1, the node extracts a processing
rule that conforms to a received packet using a matching rule
(matching key) and, after that, checks if the identifier
associated with the extracted processing rule matches the
identifier of the received packet. Instead of this, another
method is also possible as shown in FIG. 2 in which the node
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extracts a processing rule that conforms to a received packet
using an identifier and, after that, checks if the matching rule
(matching key) of the extracted processing rule matches the
contents of the received packet (header information to be
compared with the matching rule (matching key)).

In this case, too, if a processing rule is extracted through
the search using an identifier but if the matching rule
(matching key) does not match the contents (header infor-
mation) of a received packet, the action of the processing
rule is not performed. As in the configuration shown in FIG.
1, this configuration also avoids an unintended action from
being executed, for example, when the setting of a process-
ing rule is delayed.

(First Exemplary Embodiment)

Next, a first exemplary embodiment of the present inven-
tion will be described in detail with reference to the draw-
ings. FIG. 3 is a diagram showing the configuration of a
communication system in the first exemplary embodiment of
the present invention. Referring to FIG. 3, the communica-
tion system comprises three nodes 10, a control device
(controller) 20, and hosts (A) and (B) that communicate with
each other via the nodes 10. Although the three nodes 10, the
control device (controller) 20, and the two hosts (Host(A),
Host(B)) are shown in the example in FIG. 3, any number of
nodes, control devices (controllers), and hosts may be used.

FIG. 4 is a diagram showing the detailed configuration of
the control device (controller) 20. Referring to FIG. 4, the
control device (controller) 20 comprises a flow entry data-
base (flow entry DB) that stores processing rules (flow
entries) and verification information related to the process-
ing rules; a topology management unit 22 that builds net-
work topology information based on the connection relation
of the nodes 10 collected via a node communication unit 26;
a path/action calculation unit 23 that calculates a packet
forwarding path and an action to be executed by the node 10
on the forwarding path based on the network topology
information built by the topology management unit 22; a
flow entry management unit 24 that establishes the associa-
tion between a processing rule (flow entry) and verification
information which are calculated respectively by the path/
action calculation unit 23 and a verification information
generation unit 28, registers the associated processing rule
(flow entry) and verification information in the flow entry
DB 21, processes a processing rule (flow entry) addition
request received from the node 10, and updates a processing
rule (flow entry) and verification information; a control
message processing unit 25; a node communication unit 26
that communicates with the node 10; and a verification
information generation unit 28 that, in response to a request
from the flow entry management unit 24, generates verifi-
cation information to be associated with a processing rule or
retrieves verification information from a verification infor-
mation database (verification information DB) 27. The veri-
fication information refers to information corresponding to
the identifier used to verify the result of comparison
(matched or not) between a received packet and a processing
rule based on the matching rule.

In addition, the control message processing unit 25 com-
prises a message analysis/processing unit 251 that analyzes
a control message received from the node 10 and performs
necessary processing and a message generation unit 252 that
generates a message to be transmitted to the node 10.

FIG. 5 is a diagram schematically showing information
held in the flow entry DB 21 (flow entry and verification
information). For example, the first to third entries from the
top of FIG. 5 indicate the processing rules (flow entries) that
are set in the nodes whose DPIDs (Identifier of node 10:
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Datapath Identifiers) are 1-3 and the verification information
associated with the processing rules (The fourth to sixth
entries from the top indicate the similar contents).

When a packet that matches the matching key “A” is
received, the node whose DPID is 1 (for example, node #1
in FIG. 3) performs the processing indicated by the first
entry from the top. That is, the node adds a header, which
includes verification information “CA”, to the packet and
outputs the packet from the ninth port according to the
Actions field (Actions). Similarly, when a packet that
matches the matching key “A” is received from the node
whose DPID is 1 (for example, node #1 in FIG. 3), the node
whose DPID is 2 (for example, node #2 in FIG. 3) outputs
the packet from the sixth port. When a packet that matches
the matching key “A” is received from the node whose
DPID is 2 (for example, node #2 in FIG. 3), the node whose
DPID is 3 (for example, node #3 in FIG. 3) removes the
header, which includes the verification information “CA”,
from the packet and outputs the packet from the first port. As
a result of the above processing, the forwarding path is
controlled in such a way that the verification information
“CA” is added to a packet that matches the matching key
“A” and the packet is forwarded via the specified path,
during which the verification information “CA” is used for
matching. In the actual flow entry DB 21, each of the
matching keys “A”, “B”, and “X” shown in FIG. 5 is
composed of a rule (FlowKey; a wildcard may be used) with
which the header of a received packet, such as that shown in
FIG. 30, is compared.

In particular, Section 5.1 of the Openflow Switch Speci-
fication (Non-Patent Document 2), describes a header as
follows:

Each OpenFlow message begins with the OpenFlow
header:

/* Header on all OpenFlow packets. */

struct ofp_header {

uint8_t version; /* OFP_VERSION. */

uint8_t type; /* One of the OFPT_constants. */

uint16_t length; /* Length including this ofp_header. */

uint32_t xid; /* Transaction id associated with this packet.
Replies use the same id as was in the request
to facilitate pairing. */ }; OFP_ASSERT (sizeof(struct
ofp_header) ==8);

The version specifies the OpenFlow protocol version
being used. During the current draft phase of the OpenFlow
Protocol, the most significant bit will be set to indicate an
experimental version and the lower bits will indicate a
revision number. The current version is 0x01 . The final
version for a Type 0 switch will be 0x00. The length field
indicates the total length of the message, so no additional
framing is used to distinguish one frame from the next. The
type can have the following values:

enum ofp_type {

/* Immutable messages. */

OFPT_HELLO, /* Symmetric message */

OFPT_ERROR, /* Symmetric message */

OFPT_ECHO_REQUEST, /* Symmetric message */

OFPT_ECHO_REPLY, /* Symmetric message */

OFPT_VENDOR, /* Symmetric message */

/* Switch configuration messages. */

OFPT_FEATURES_REQUEST, /* Controller/switch
message */

OFPT_FEATURES_REPLY, /* Controller/switch mes-
sage */

OFPT_GET_CONFIG_REQUEST, /* Controller/switch
message */
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OFPT_GET_CONFIG_REPLY,

message */

OFPT_SET_CONFIG, /* Controller/switch message */

/* Asynchronous messages. */

OFPT_PACKET_IN, /* Async message */

OFPT_FLOW_REMOVED, /* Async message */

OFPT_PORT_STATUS, /* Async message */

/* Controller command messages. */

OFPT_PACKET_OUT, /* Controller/switch message */

OFPT_FLOW_MOD, /* Controller/switch message */

OFPT_PORT_MOD, /* Controller/switch message */

/* Statistics messages. */

OFPT_STATS_REQUEST, /* Controller/switch message

*/

OFPT_STATS_REPLY, /* Controller/switch message */

/* Barrier messages. */

OFPT_BARRIER_REQUEST, /* Controller/switch mes-

sage */

OFPT_BARRIER_REPLY, /* Controller/switch message

*/

/* Queue Configuration messages. */

OFPT_QUEUE_GET_CONFIG_REQUEST, /* Control-

ler/switch message */

OFPT_QUEUE_GET_CONFIG_REPLY /* Controller/

switch message */ };

FIG. 6 is a diagram schematically showing the informa-
tion (verification information) held in the verification infor-
mation DB 27. As shown in FIG. 6, the verification infor-
mation DB 27 stores the correspondence between the
matching keys “A”, “B”, . . ., “X” and the verification
information “CA”, “CB”, . . . “CX”. The verification infor-
mation generation unit 28 generates verification information
corresponding to a processing rule (flow entry) in response
to a request from the flow entry management unit 24, and
registers the generated verification information in the veri-
fication information DB 27. Such verification information
can be generated by a predetermined function (hash func-
tion, etc.), which uses a matching rule (hereinafter called
“matching key™) or other information as the argument, in
such a way that the verification information is unique at least
among multiple processing rules each corresponding to
multiple matching rules that conforms to a received packet,
that is, in such a way that the same verification information
is not assigned at least to multiple processing rules. Statis-
tically unique verification information may also be gener-
ated using random numbers (An example will be described
later in detail). The verification information DB 27, provided
to prevent the duplication of verification information among
multiple processing rules (flow entries) that may conflict
with each other, need not always have the format shown in
FIG. 6. In addition, the verification information DB 27 may
be omitted by avoiding the duplication of verification infor-
mation stochastically or statistically.

Note that, if a processing rule (flow entry) that the control
device (controller) 20 instructs the node 10 to add or update,
as well as verification information associated with the pro-
cessing rule, need not be held, the flow entry DB 21 may be
omitted. Similarly, if verification information generated in
association with a processing rule need not be held, the
verification information DB 27 may be omitted. In addition,
another configuration is also possible in which the flow entry
DB 21 and/or the verification information DB 27 is provided
in an external server separately.

The control device (controller) 20 described above may
be implemented by adding at least the following two to the
OpenFlow controller described in Non-Patent Documents 1
and 2. One is the verification information generation unit 28,

/*  Controller/switch
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and the other is the function to set a processing rule (flow
entry) and the verification information associated with the
processing rule in the node 10.

In particular, Section 4.6 of the Openflow Switch Speci-
fication (Non-Patent Document 2), describes Flow Table
Modification Messages as follows:

Flow table modification messages can have the following
types:
enum ofp_flow_mod_command {

OFPFC_ADD, /* New flow. */

OFPFC_MODIFY, /* Modify all matching flows. */

OFPFC_MODIFY_STRICT, /* Modify entry strictly
matching wildcards */

OFPFC_DELETE, /* Delete all matching flows. */

OFPFC_DELETE_STRICT /* Strictly match wildcards
and priority. */ };

For ADD requests with the OFPFF_CHECK_OVERLAP
flag set, the switch must first check for any overlapping flow
entries. Two flow entries overlap if a single packet may
match both, and both entries have the same priority. If an
overlap conflict exists between an existing flow entry and
the ADD request, the switch must refuse the addition and
respond with an ofp_error_msg with OFPET_FLOW_
MOD_FAILED type and OFPFMFC_OVERLAP code.

For valid (non-overlapping) ADD requests, or those with
no overlap checking, the switch must insert the flow entry at
the lowest numbered table for which the switch supports all
wildcards set in the flow_match struct, and for which the
priority would be observed during the matching process. If
a flow entry with identical header fields and priority already
resides in any table, then that entry, including its counters,
must be removed, and the new flow entry added.

If a switch cannot find any table in which to add the
incoming flow entry, the switch should send an ofp_er-
ror_msg with OFPET_FLOW_MOD_FAILED type and
OFPFMFC_ALL_TABLES_FULL code.

If the action list in a flow mod message references a port
that will never be valid on a switch, the switch must return
an ofp_error_msg with OFPET_BAD_ACTION type and
OFPBAC_BAD_OUT_PORT code. If the referenced port
may be valid in the future, e.g. when a linecard is added to
a chassis switch, or a port is dynamically added to a software
switch, the switch may either silently drop packets sent to
the referenced port, or immediately return an OFP-
BAC_BAD_OUT_PORT error and refuse the flow mod.

For MODIFY requests, if a flow entry with identical
header fields does not current reside in any table, the
MODIFY acts like an ADD, and the new flow entry must be
inserted with zeroed counters. Otherwise, the actions field is
changed on the existing entry and its counters and idle time
fields are left unchanged.

For DELETE requests, if no flow entry matches, no error
is recorded, and no flow table modification occurs. If flow
entries match, and must be deleted, then each normal entry
with the OFPFF_SEND_FLOW_REM flag set should gen-
erate a flow removed message. Deleted emergency flow
entries generate no flow removed messages.

MODIFY and DELETE flow mod commands have cor-
responding STRICT versions. Without STRICT appended,
the wildcards are active and all flows that match the descrip-
tion are modified or removed. If STRICT is appended, all
fields, including the wildcards and priority, are strictly
matched against the entry, and only an identical flow is
modified or removed. For example, if a message to remove
entries is sent that has all the wildcard flags set, the DELETE
command would delete all flows from all tables, while the
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DELETE STRICT command would only delete a rule that
applies to all packets at the specified priority.

For non-strict MODIFY and DELETE commands that
contain wildcards, a match will occur when a flow entry
exactly matches or is more specific than the description in
the flow mod command. For example, if a DELETE com-
mand says to delete all flows with a destination port of 80,
then a flow entry that is all wildcards will not be deleted.
However, a DELETE command that is all wildcards will
delete an entry that matches all port 80 traffic. This same
interpretation of mixed wildcard and exact header fields also
applies to individual and aggregate flows stats.

DELETE and DELETE_STRICT commands can be
optionally filtered by output port. If the out_port field
contains a value other than OFPP_NONE, it introduces a
constraint when matching. This constraint is that the rule
must contain an output action directed at that port. This field
is ignored by ADD, MODIFY, and MODIFY_STRICT
messages.

Emergency flow mod messages must have timeout values
set to zero. Otherwise, the switch must refuse the addition
and respond with an ofp_error_msg with OFPET_
FLOW_MOD_ FAILED type and OFPFMFC_BAD_
EMERG_TIMEOUT code.

If a switch cannot process the action list for any flow mod
message in the order specified, it MUST immediately return
an OFPET_FLOW_MOD_FAILED : OFPFMFC_UNSUP-
PORTED error and reject the flow.

FIG. 7 is a diagram showing the detailed configuration of
the node 10. Referring to FIG. 7, the node 10 comprises a
control device communication unit 11 that communicates
with the control device (controller) 20, a flow table man-
agement unit 12 that manages a flow table 13, a packet buffer
14, and a forwarding processing unit 15. Note that the node
10 need not always comprise the packet buffer 14.

The forwarding processing unit 15 comprises a table
search unit 153 and an action execution unit 154. The table
search unit 153 includes a verification information matching
unit 152 that compares the verification information associ-
ated with a processing rule (flow entry) with the verification
information added to a received packet to determine if they
match. The table search unit 153 searches the flow table 13
for a processing rule (flow entry), which has a matching key
that conforms to a received packet and whose verification
information matches that of the received packet, and outputs
the processing contents (action) to the action execution unit
154. The action execution unit 154 executes the processing
contents (action) output from the table search unit 153.

The node 10 described above may be implemented by
adding the verification information matching unit 152 to the
OpenFlow switch and by configuring the flow table 13 so
that verification information can be held in association with
a processing rule (flow entry). The table (flow entry) search
unit 153, which includes the verification information match-
ing unit 152, of the node 10 may be configured by a program
executed by a computer configuring the node 10.

FIG. 8 is a diagram schematically showing the informa-
tion (flow entry and verification information) held in the
flow table 13 of a node in FIG. 5 (node #2 in FIG. 3) whose
DPID is 2. As shown in FIG. 8, the flow table 13 includes
the flow entries and verification information that are the
same as those of the entries in the flow entry DB 21 in FIG.
5 with the corresponding DPID. For each of the nodes in
FIG. 5 whose DPID is 1 or 3 (nodes #1 or #3), the flow table
13 includes the flow entries and verification information
corresponding to each DPID in the same way.
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FIG. 9 is a diagram showing the configuration of a
verification-information-added packet created by the node
10 based on the action (Set Header including “CA”; see the
action (Actions) of the node with DPID=1 in FIG. 5) that is
set by the control device (controller) 20. In the example in
FIG. 9, a verification-information-added packet 32 has the
configuration in which a verification-information-added
additional header 33, which includes the verification infor-
mation, is added to the start of a user packet 31.

FIG. 10 is a diagram showing an example of the configu-
ration of the verification-information-added additional
header 33. In the example in FIG. 10, the verification-
information-added additional header 33 has the configura-
tion in which the verification information is added to the
MAC destination address (MAC DA), MAC source address
(MAC SA), higher-level protocol type (Ether Type), and
total header length (Total Length). In the example in FIG.
10, the value (f(matching key, rand)) calculated by a pre-
determined function (hash function, etc.) with the matching
key and a random number as the argument is used as the
verification information.

Next, the following describes the operation of the control
device (controller) 20 and the node 10 described above. FIG.
11 is a flowchart showing the operation of the control device
(controller) 20. Referring to FIG. 11, when an inquiry
(processing rule creation request; see step S111 in FIG. 12)
is received from the node 10 (step S001; Packet-In), the
control device (controller) 20 checks if the inquiry packet
includes verification information (step S002). If the inquiry
packet includes verification information (Yes in step S002),
the processing rule corresponding to the packet is already
created and so the control device (controller) 20 retrieves the
processing rule corresponding to the packet and the verifi-
cation information associated with the processing rule from
the flow entry DB 21 (step S012) and passes control to step
S008.

On the other hand, if the inquiry packet does not include
verification information (No in step S002), the control
device (controller) 20 acquires the network topology infor-
mation built by the topology management unit 22 and
calculates the forwarding path of the packet (step S003).

Except when it is determined from the result of the packet
forwarding path calculation that the packet cannot be for-
warded because the forwarding path cannot be created or
because a node on the path has failed (No in step S004), the
control device (controller) 20 calculates an action corre-
sponding to the calculated forwarding path (step S005).
Next, the control device (controller) 20 generates verifica-
tion information that is associated with the processing rule
(flow entry) applied to each of the nodes 10 on the path (step
S006). In addition, the control device (controller) 20 gen-
erates a processing rule (flow entry) that is applied to each
of'the nodes 10 on the path wherein the processing rule (flow
entry) includes the matching key for identifying the flow, to
which the inquiry packet belongs, and the action (step
S007).

When the acquisition or generation of the processing rule
(flow entry) and the verification information is completed,
the control device (controller) 20 generates a setting instruc-
tion (Flow Mod(Add)) for setting the generated processing
rule (flow entry) and the verification information (step S008)
and transmits the setting instruction (Flow Mod(Add)) for
setting the processing rule (flow entry) and the verification
information to the nodes 10 on the packet forwarding path
created by the processing rule (flow entry) (step S009).

After that, if the node 10 has not buffered the packet (No
in step S010), the control device (controller) 20 transmits a
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packet output instruction (Packet-Out) (step S011). This
packet output instruction is carried out by specifying the
packet to be output (packet received by Packet-In in step
S001) and the action to be executed for the packet (addition
of verification information and output packet from the
specified port) or by specifying the packet to be output
(packet received by Packet-In in step S001) and the action
to be executed for the packet (search through the flow table).
Note that, if the node 10 has buffered the packet (Yes in step
S010), the control device (controller) 20 can cause the node
10 to output the packet as will be described later and,
therefore, the control device (controller) 20 omits this pro-
cessing.

FIG. 12 is a flowchart showing the operation of the node
10. Referring to FIG. 12, when a packet is received from the
host or another node 10 (step S101), the node 10 searches the
flow table 13 for a processing rule (flow entry) having the
matching key that conforms to the received packet (step
S102).

If a processing rule (flow entry) is extracted in step S102
(Yes in step S103), the node 10 checks if the received packet
includes verification information (step S104). In this exem-
plary embodiment, the node 10 checks if the received packet
has an additional header to see if the verification information
is included.

If the received packet does not include verification infor-
mation, the node 10 executes the action described in the
extracted processing rule (flow entry) (step S107).

On the other hand, if it is determined in step S104 that the
received packet includes verification information, the node
10 compares the verification information, included in the
received packet, with the verification information associated
with the extracted processing rule (flow entry) (step S105).

If the two pieces of verification information match, the
node 10 executes the action described in the extracted
processing rule (flow entry) (step S107). That is, to execute
an action for a packet that includes verification information,
it is required that a matching processing rule (flow entry) be
found during the search using a matching key and that the
verification information associated with the processing rule
(flow entry) match that included in the received packet.

On the other hand, if a processing rule (flow entry) that
conforms to the received packet is not found in step S103 or
if a processing rule (flow entry) that conforms to the
received packet is found but the two pieces of verification
information do not match, the node 10 passes control to step
S111 without executing the action described in the extracted
processing rule (flow entry) and transmits an inquiry to the
control device (controller) 20 (a request to create and
transmit a processing rule (flow entry) and verification
information corresponding to the received packet).

In step S111, the node 10 saves the received packet in the
packet buffer 14 and, at the same time, transmits the received
packet to the control device (controller) 20 to request it to
create a processing rule and verification information. After
that, in response to this request, the control device (control-
ler) 20 creates and sets a processing rule and verification
information according to the procedure shown in FIG. 11.

When the setting instruction (Flow Mod(ADD)) to set a
processing rule (flow entry) and verification information is
received from the control device (controller) 20, the node 10
sets the processing rule (flow entry) and the verification
information, associated with the processing rule, in its own
flow table 13 according to Flow Mod(Add) (step S112).

Next, the node 10 checks if the received packet is saved
in the packet buffer 14 (step S113). If the received packet is
saved (Yes in step S113), the node 10 reads the received
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packet (step S114) and executes the processing contents
(action; addition of verification information and output of
the received packet from the specified port) defined by the
processing rule (flow entry) that has been set as described
above (step S107). This causes the received packet to be
forwarded to the next-hop node.

On the other hand, if the node 10 does not hold the user
packet, for example, when the node 10 does not have the
packet buffer 14 (No in step S113), the node 10 receives the
packet output instruction (Packet-Out) from the control
device (controller) 20 (step S116).

If the packet buffer 14 is provided, the node 10 that has
received the packet output instruction (Packet-Out) checks if
the packet is saved in the packet buffer 14 (step S117). If the
packet is saved (Yes in step S117), the node 10 reads the
packet (step S118) and executes the processing contents
(action; in this case, addition of verification information to
the received packet, output of the received packet from the
specified port, or search through the flow table) received
with the packet output instruction (Packet-Out) (step S107).
If the packet is not saved (No in step S117), the node 10
executes the processing contents (action; in this case, addi-
tion of verification information to the packet, and output of
the packet from the specified port, or search through the flow
table) received with the packet output instruction (Packet-
Out) for the packet received with the packet output instruc-
tion (Packet-Out) (step S107). This causes the received
packet to be forwarded to the next-hop node.

FIG. 13 and FIG. 14 are a reference diagram and a
sequence diagram showing a sequence of flow from a point
of time at which node #1, which has received a packet to be
transmitted from host (A) to host (B), transmits an inquiry
(a request to create a processing rule and verification infor-
mation) to the control device (controller) 20 until a point of
time at which the packet is delivered to host (B).

As shown in FIG. 13 and FIG. 14, when host (A) transmits
a user packet, which is to be transmitted to host (B), to node
#1 (ST1; User Packet in FIG. 13 and FIG. 14), node #1
searches (for flow entry) in the flow table 13 and, as a result,
determines that the packet is an unknown packet that has no
processing rule (flow entry) matching the received packet
(No in step S103 in FIG. 12). Node #1 transmits an inquiry
(a request to create a processing rule (flow entry) and
verification information) to the control device (controller) 20
(ST2; Packet-In in FIG. 13 and FIG. 14).

When the inquiry (a request to create a processing rule
(flow entry) and verification information) is received, the
control device (controller) 20 creates a processing rule (flow
entry) and verification information (CA) to be set in the
nodes #1-#3 on the forwarding path of this packet according
to the flowchart in FIG. 11 and transmits them to nodes
#1-#3 (ST3-1 to ST5-1; Flow Mod(Add) w/CA in FIG. 13
and FIG. 14).

Each of nodes #1-#3 adds the processing rule (flow entry)
and the verification information (CA), transmitted from the
control device (controller) 20, to the flow table 13 of its own
device and, if the buffer ID is added, executes the action for
the packet (ST3-2 to ST5-2 in FIG. 13 and FIG. 14). In the
description below, assume that the processing rule (flow
entry) and the verification information (CA) transmitted in
ST4-1 in FIG. 13 and FIG. 14 do not reach node #2 for some
reason and, therefore, the processing rule (flow entry) and
the verification information (CA) are not added to the flow
table 13 of node #2.

And, then, node #1 generates a user packet, to which an
additional header including the verification information
(CA) is added (see FIG. 9), and outputs the generated packet
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from the specified port (port connected to node #2) accord-
ing to the action (See the action (Actions) in the entry in
FIG. 5 corresponding to DPID=1, matching key=A, and
verification information=CA) included in the processing
rule received in ST3-1 (ST6 in FIG. 13 and FIG. 14).

When the user packet, to which the additional header
including the verification information (CA) is added, is
received, node #2 conducts search in the flow table 13 and,
as a result, determines that there is no processing rule (flow
entry) matching the received packet or that there is a
processing rule (flow entry) matching the received packet
but the verification information does not match that of the
received packet (No in step S103 or No in step 106 in FIG.
12). Node #2 transmits an inquiry (a request to create a
processing rule (flow entry) and verification information) to
the control device (controller) 20 (ST8; Packet-In in FIG. 13
and FIG. 14).

When the inquiry (a request to create a processing rule
(flow entry) and verification information) is received, the
control device (controller) 20 acquires a processing rule
(flow entry) and verification information (CA), which are to
be set in node #2 on a path of the packet (step S012 in FIG.
11), and transmits them to node #2 according to the flow-
chart in FIG. 11 (ST9; Flow Mod(Add) w/CA in FIG. 13 and
FIG. 14).

Node #2 adds the processing rule (flow entry) and the
verification information, transmitted from the control device
(controller) 20, to the flow table 13 of its own device and, if
the buffer ID is added, executes the action (ST10 in FIG. 13
and FIG. 14).

And, then, node #2 outputs the user packet, to which the
additional header including the verification information
(CA) is added, from the specified port (port connected to
node #3) according to the action (See the action (Actions) in
the entry in FIG. 5 corresponding to DPID=2, matching
key=A, and verification information=CA) in the processing
rule received in ST10 (ST11 in FIG. 13 and FIG. 14).

When the user packet, to which the additional header
including the verification information (CA) is added, is
received, node #3 conducts search in the flow table 13 and,
as a result, determines that one of the processing rules (flow
entries) conforms to the received packet and the verification
information also matches that of the received packet (Yes in
step S103 and Yes in step 106 in FIG. 12), and executes the
action defined in the extracted and confirmed processing rule
(flow entry) (ST12 in FIG. 13 and FIG. 14).

More specifically, node #3 removes the additional header
including the verification information (CA) from the user
packet and outputs the packet from the specified port (port
connected to host (B)) according to the action (See the action
(Actions) in the entry in FIG. 5 corresponding to DPID=3,
matching key=A, and verification information=CA) in the
processing rule (flow entry) extracted and confirmed in
ST12 (ST13 in FIG. 13 and FIG. 14).

As described above, an action is executed in this exem-
plary embodiment under the condition that not only the
matching key of a processing rule (flow entry) matches the
header information of a received packet but also the verifi-
cation information, separately generated by the control
device (controller) 20, matches that of the received packet.
Thus, this exemplary embodiment can avoid the condition,
described at the start of this specification, where an unin-
tended action specified in a processing rule (flow entry) is
executed.

In this exemplary embodiment, if it is determined in step
S104 that verification information is not included in a
received packet, an action is executed without comparing
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the verification information, considering a packet to which
verification information need not be added. Instead of this,
it is also possible to always prevent the execution of an
action if verification information is not included in a
received packet.

(Second Exemplary Embodiment)

Next, the following describes a second exemplary
embodiment of the present invention in detail with reference
to the drawings. Although verification information is added
to a packet using an additional header that includes verifi-
cation information in the first exemplary embodiment of the
present invention described above, verification information
may also be included in a packet without using the additional
header. The following describes the second exemplary
embodiment in which verification information is included in
a packet without using an additional header. Because the
basic configuration of a node 10 and a control device
(controller) 20 in the second exemplary embodiment is
similar to that of the node 10 and control device (controller)
20 in the first exemplary embodiment, the following
describes the configuration with emphasis on the difference.

FIG. 15 is a diagram schematically showing the informa-
tion (flow entries) held in the flow entry DB 21 of the control
device (controller) 20 in this exemplary embodiment. This
exemplary embodiment differs from the first exemplary
embodiment in that the independent verification information
field is not included in the flow entry DB 21 but a matching
key, which includes verification information (CA), is stored
in the matching key field of a flow entry and in that the
processing for writing verification information into (or
restoring) the MAC DA field is defined as an action (more
strictly, replacement of MAC DA field with the value Dn'
(see FIG. 19) and restoration of the MAC DA field). In the
description below, the value of the original MAC DA field
is indicated as “Du” and the value of the MAC DA field
converted to include verification information (CA) is indi-
cated as “Dn".

For example, when a packet that matches the matching
key “A” is received, the node in FIG. 15 whose DPID is 1
(for example, node #1 in FIG. 3) sets the value D1', which
includes verification information (CA), in the MAC DA field
of'the packet according to the action field (Actions) and then
outputs the packet from the ninth port. When the packet
(packet that matches the matching key A") whose MAC DA
field includes the verification information (CA) is received
from the node whose DPID is 1 (for example, node #1 in
FIG. 3), the node whose DPID is 2 (for example, node #2 in
FIG. 3) outputs the packet from the sixth port. When the
packet (packet that matches the matching key A') whose
MAC DA field includes the verification information (CA) is
received from the node whose DPID is 2 (for example, node
#2 in FIG. 3), the node whose DPID is 3 (for example, node
#3 in FIG. 3) restores the MAC DA field to the same
contents (D1) as those of MAC DA of the original received
packet and then outputs the packet from the first port. As a
result of the above processing, the forwarding path is
controlled in such a way that the verification information
“CA” is added by the first-hop node on the forwarding path
and the packet is forwarded via the specified path, during
which the verification information “CA” is used for match-
ing.

FIG. 16 is a diagram schematically showing the informa-
tion (verification information) held in the verification infor-
mation DB 27 of the control device (controller) 20 in this
exemplary embodiment. The information differs from that in
the first exemplary embodiment in that the contents of the
original MAC DA field (corresponding to D1, D2, and DX
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in FIG. 15) for restoring the MAC DA field to the same
contents as those of MAC DA of the original received
packet, as well as the node number of the last hop for
performing the restoration processing, are added.

FIG. 17 is a diagram showing the detailed configuration
of a node 104 in this exemplary embodiment. The configu-
ration differs from that in FIG. 7, which shows the configu-
ration of the node 10 in the first exemplary embodiment, in
that a verification information matching unit 152a, a table
search unit 1534, and a forwarding processing unit 154
replace the corresponding units, because the verification
information, as well as the comparison operation of the
verification information matching unit 1524, differs between
the two exemplary embodiments The details will be
described later).

FIG. 18 is a diagram schematically showing the informa-
tion (flow entries) held in the flow table 13 of the node in
FIG. 15 whose DPID is 2 (node #2 in FIG. 3). As shown in
FIG. 18, the flow entries of the corresponding DPIDs,
retrieved from the flow entry DB 21 in FIG. 15, are set in the
flow table 13. In the nodes whose DPID is 1 and 3 in FIG.
15 (nodes #1 and #3 in FIG. 3), the flow entries correspond-
ing to each of the DPIDs are similarly set.

FIG. 19 is a diagram showing the configuration of a
packet rewritten by the node 10 based on an action (Set
MAC DA to D1'; see the action (Actions) of the node whose
node is DPID=1 in FIG. 15) that is set by the control device
(controller) 20. In the example in FIG. 19, a verification-
information-added packet 32a has the configuration in
which the 48-bit information shown in the bottom of FIG. 19
is written in the MAC DA field of a user packet 31. Although
the 8-bit fixed data indicating that verification information is
included, the function f; (DPID of last-hop node, original
MAC DA), and the function f, (matching key, random
number) are written in the example in FIG. 19, this con-
figuration is exemplary only. The field for storing verifica-
tion information, the contents of verification information,
and the functions for reducing the original data may be
changed as necessary.

Next, the following describes the operation of this exem-
plary embodiment. FIG. 20 is a flowchart showing the
operation of the control device (controller) in the second
exemplary embodiment of the present invention. The opera-
tion shown in this figure differs from the operation in FIG.
11, which shows the operation of the control device (con-
troller) in the first exemplary embodiment, in that, when the
control device checks if verification information is included
in an inquiry packet in step S002a, the control device
checks, not the additional header, but whether or not the
above-described fixed data (see FIG. 19) is written in MAC
DA. The other steps are similar to those in the first exem-
plary embodiment and therefore the description is omitted
here.

FIG. 21 is a flowchart showing the operation of the node
10a in the second exemplary embodiment of the present
invention. The operation differs from the operation in FIG.
12, which shows the operation of the node 10 in the first
exemplary embodiment, in that, when the node checks if
verification information is included in a received packet in
step S104q, the node checks, not the additional header, but
whether or not the above-described fixed data (see FIG. 19)
is written in MAC DA and in that the last-hop node does not
delete the additional header but restores the original MAC
DA field according to the action followed by forwarding the
packet. The other steps are similar to those in the first
exemplary embodiment and therefore the description is
omitted here.
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As described above, the present invention may be imple-
mented in the mode in which verification information is
included in a particular field of an existing packet.

(Third Exemplary Embodiment)

Next, the following describes a third exemplary embodi-
ment of the present invention in detail with reference to the
drawings. Although the same verification information is
stored in the nodes by associating the verification informa-
tion with a flow entry of the flow table in the first exemplary
embodiment of the present invention, another configuration
is also possible in which the nodes use different verification
information for comparison. The following describes the
third exemplary embodiment in which the nodes use differ-
ent verification information for comparison. Because the
basic configuration of a node 10 and a control device
(controller) 20 in the third exemplary embodiment is similar
to that of the node 10 and control device (controller) 20 in
the first exemplary embodiment, the following describes the
configuration with emphasis on the difference.

FIG. 22 is a diagram schematically showing the informa-
tion (flow entry and verification information) held in the
flow entry DB 21 of the control device (controller) 20 in this
exemplary embodiment. The difference from the first exem-
plary embodiment is that the generation processing of veri-
fication information (step S006 in FIG. 11) for the nodes is
executed, once for each node, and that, instead of providing
an independent verification information field in the flow
entry DB 21, the processing is added to the action field for
adding an additional header that includes different verifica-
tion information. (A header that includes different verifica-
tion information is added to each node and therefore the
verification information associated with a flow entry is
described in the flow entry. This means that the verification
information field is not necessary because the correspon-
dence between verification information and flow entries
need not be maintained independent y).

For example, when a packet that matches the matching
key “A1” is received, the node in FIG. 22 whose DPID is 1
(for example, node #1 in FIG. 3) adds the additional header,
which stores the verification information (C2A), to the
received packet and outputs the packet from the ninth port
according to the action field (Actions). Similarly, when the
packet (packet that matches the matching key A2), to which
the additional header storing the verification information
(C2A) is added, is received from the node whose DPID is 1
(for example, node #1 in FIG. 3), the node whose DPID is
2 (for example, node #2 in FIG. 3) rewrites the verification
information (C2A) of the additional header to the verifica-
tion information (C3A) and then outputs the packet from the
sixth port. And, when the packet (packet that matches the
matching key A3), to which the additional header storing the
verification information (C3A) is added, is received from the
node whose DPID is 2 (for example, node #2 in FIG. 3), the
node whose DPID is 3 (for example, node #3 in FIG. 3)
removes the additional header from the packet and then
outputs the packet from the first port. As a result of the above
processing, the forwarding path on the specified path is
controlled in such a way that the packet is forwarded
sequentially beginning at the first-hop node on the forward-
ing path, during which the verification information is rewrit-
ten and the verification information is used for matching.

FIG. 23 is a diagram schematically showing the informa-
tion (verification information) held in the verification infor-
mation DB 27 of the control device (controller) 20 in this
exemplary embodiment. The difference from the first exem-
plary embodiment is that the DPID field is added and that the
relation between a matching key and verification informa-
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tion is stored for each node. Note that this configuration is
exemplary only and that the information held in the verifi-
cation information DB 27 may be changed as necessary
depending on the function for generating verification infor-
mation.

FIG. 24 is a diagram schematically showing the informa-
tion (flow entries and verification information) held in the
flow table 13 of the node in FIG. 22 whose DPID is 2 (node
#2 in FIG. 3). As shown in FIG. 24, the flow entries and the
verification information of the corresponding DPIDs are
retrieved from the flow entry DB 21 in FIG. 22 and set in the
flow table 13. For each of the nodes in F1G. 22 whose DPIDs
are 1 and 3 (nodes #1 and #3 in FIG. 3), the flow entries and
the verification information corresponding to the DPID are
set respectively.

This exemplary embodiment differs from the first exem-
plary embodiment only in that the control device generates
verification information for each node and that the actions
executed in the nodes differ. The basic operation is the same
as that of the first exemplary embodiment and therefore the
description is omitted (see FIG. 11 and FIG. 12).

This exemplary embodiment, in which each node rewrites
the verification information according to the action included
in a processing rule as described above, differs from the first
exemplary embodiment in that the flow entries with different
matching keys may be set in the nodes on the path for one
communication flow.

(Fourth Exemplary Embodiment)

Next, the following describes a fourth exemplary embodi-
ment of the present invention in detail with reference to the
drawings. In the fourth exemplary embodiment of the pres-
ent invention that is a combination of the second exemplary
embodiment and the third exemplary embodiment of the
present invention, the additional header is not used and each
node uses different verification information for comparison.
Because the basic configuration of a node 10 and a control
device (controller) 20 in the fourth exemplary embodiment
is similar to that of the node 10 and control device (con-
troller) 20 in the first to third exemplary embodiments, the
following describes the configuration with emphasis on the
difference.

FIG. 25 is a diagram schematically showing the informa-
tion (flow entries) held in the flow entry DB 21 of the control
device (controller) 20 in this exemplary embodiment. This
exemplary embodiment differs from the third exemplary
embodiment in that the action field includes, not the pro-
cessing for adding an additional header including different
verification information, but the processing for rewriting the
value of the MAC DA field to the value including the
verification information on each node and for restoring the
value at the last-hop.

For example, when a packet that matches the matching
key “A” is received, the node in FIG. 25 whose DPID is 1
(for example, node #1 in FIG. 3) sets the value D1', which
includes the verification information (C2A), in the MAC DA
field of the packet and then outputs the packet from the ninth
port according to the action field (Actions). Similarly, when
the packet (packet that matches the matching key A') whose
MAC DA field includes the verification information (C2A)
is received from the node whose DPID is 1 (for example,
node #1 in FIG. 3), the node whose DPID is 2 (for example,
node #2 in FIG. 3) rewrites the MAC DA field of the packet
to the value D1", which includes the verification information
(C3A), and then outputs the packet from the sixth port.
When the packet (packet that matches the matching key A")
whose MAC DA field includes the verification information
(C3A) is received from the node whose DPID is 2 (for
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example, node #2 in FIG. 3), the node whose DPID is 3 (for
example, node #3 in FIG. 3) restores the MAC DA field to
the same contents (D1) as those of MAC DA of the original
received packet and then outputs the packet from the first
port. As a result of the above processing, the forwarding path
on the specified path is controlled in such a way that the
verification information is sequentially rewritten and the
verification information is used for matching in the first-hop
node of the forwarding path.

FIG. 26 is a diagram schematically showing the informa-
tion (verification information) held in the verification infor-
mation DB 27 of the control device (controller) 20 in this
exemplary embodiment. The information differs from that in
the third exemplary embodiment in that the contents of the
original MAC DA field for restoring the MAC DA field to
the same contents of MAC DA of the original received
packet (corresponds to D1, D2, and DX in FIG. 25) and the
node numbers of last hops that execute this restoration
processing are added. Note that this configuration is exem-
plary only and that the information held in the verification
information DB 27 may be changed as necessary depending
on the function for generating verification information.

FIG. 27 is a diagram schematically showing the informa-
tion (flow entries) held in the flow table 13 of a node in FIG.
25 whose DPID is 2 (node #2 in FIG. 3). As shown in FIG.
27, the flow entries of the corresponding DPIDs are retrieved
from the flow entry DB 21 in FIG. 25 and set in the flow
table 13. For each of the nodes in FIG. 25 whose DPIDs are
1 and 3 (nodes #1 and #3 in FIG. 3), the flow entries
corresponding to the DPID are set respectively.

This exemplary embodiment differs from the first exem-
plary embodiment only in that the control device generates
verification information for each node and that the actions
executed in the nodes differ. The basic operation is the same
as that of the first exemplary embodiment and therefore the
description is omitted (see FIG. 11 and FIG. 12).

This exemplary embodiment, in which each node rewrites
the verification information according to the action included
in a processing rule as described above, differs from the
second exemplary embodiment in that the flow entries with
different matching keys may be set in the nodes on the path
for one communication flow.

(Fifth Exemplary Embodiment)

Next, the following describes a fifth exemplary embodi-
ment of the present invention in detail with reference to the
drawings. Although only one piece of verification informa-
tion is stored in the additional header in the third exemplary
embodiment of the present invention described above,
another configuration is also possible in which verification
information, which is used for comparison by the nodes on
the forwarding path, is stored in the additional header, one
for each node. In this configuration, when a packet to which
the additional header is added is received, a node identifies
the verification information to be referenced by the node for
use in the comparison operation. The following describes the
fifth exemplary embodiment in which multiple pieces of
verification information can be stored in the additional
header. Because the basic configuration of a node 10 and a
control device (controller) 20 in the fifth exemplary embodi-
ment is similar to that of the node 10 and control device
(controller) 20 in the third exemplary embodiment described
above, the following describes the configuration with
emphasis on the difference.

FIG. 28 is a diagram showing an example of a packet used
in the fifth exemplary embodiment of the present invention.
In the example in FIG. 28, a verification-information-added
packet 325 has the configuration in which a verification-
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information-added additional header 335, which includes
verification information, is added to the start of the user
packet 31.

FIG. 29 is a diagram showing an example of the configu-
ration of the verification-information-added additional
header 335 described above. In the example in FIG. 29, the
verification-information-added additional header 335 com-
prises a MAC destination address (MAC DA), a MAC
source address (MAC SA), a higher-protocol type (Ether
Type), a total header length (Total Length), and multiple sets
of a DPID and verification information. In the example in
FIG. 29, the value (f(matching key, rand)) calculated by a
predetermined function (hash function, etc.), which uses the
matching key of each node and a random number as the
argument, is used as verification information.

This exemplary embodiment differs from the first exem-
plary embodiment only in that the control device generates
verification information for each node and that each node
retrieves its own verification information using the DPID
and executes the comparison operation. The basic operation
is the same as that of the first exemplary embodiment and
therefore the description is omitted (see FIG. 11 and FIG.
12).

As described above, the present invention may be imple-
mented by the configuration in which an additional header,
which stores verification information on individual nodes, is
added. This exemplary embodiment has an advantage over
the third exemplary embodiment in that each node can omit
the processing for rewriting the verification information.

While the preferred exemplary embodiments of the pres-
ent invention have been described, it is to be understood that
the present invention is not limited to the exemplary
embodiments described above and that further modifica-
tions, replacements, and adjustments may be added within
the scope not departing from the basic technological concept
of the present invention. The control devices (controller) 20
and 20qg in the exemplary embodiments described above
may be implemented by a dedicated server, and the nodes
10, 10q, and 105 may be implemented by the OpenFlow
switch described above as well as by a router on an IP
network or an MPLS (Multi-Protocol Label Switching)
switch on an MPLS network. In addition, the present inven-
tion is applicable to a network where a server integrally
manages the nodes in the network.

In the fifth exemplary embodiment described above, the
node identifiers (DPID) are included in the additional header
to allow each node to identify the verification information to
be compared in the device. It is also possible to use the
method in which the verification information is used begin-
ning with the first or last verification information in the
additional header and the use-flag is set to indicate that the
verification information is already used or the method in
which each node sequentially deletes from the additional
header the verification information it uses for comparison.

Although the last-hop node removes the additional
header, or restores the MAC DA field, in the exemplary
embodiments described above, another configuration is also
possible in which the host performs this processing.

As the verification information described in the exem-
plary embodiments described above, the information gen-
erated by the controller to allow a flow entry to be identified
uniquely, such as Flow Cookie in Non-Patent Document 2,
may also be used.

Although the control device 20 comprises the verification
information generation unit 20 in the exemplary embodi-
ments described above, the configuration in which the
verification information generation unit is generated in each
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node is also possible if each node 10 can create verification
information by establishing synchronization among nodes
10 or between the node 10 and the control device 20 or by
allocating the verification information generation function
and its arguments to each node 10.

Finally, the following summarizes the preferred modes of
the present invention.
(First Mode)
(See the communication system in the first aspect above)
(Second Mode)
The communication system as described in the first mode,
wherein

the identifier is used to verify a matching result between
the received packet and the processing rule, the matching
result based on the matching rule.
(Third Mode)
The communication system as described in the first or
second mode, wherein

the node searches for a processing rule corresponding to
a matching rule, which conforms to a received packet, by
comparing (matching) the received packet against the
matching rule and, if an identifier of the received packet
corresponds to an identifier associated with the processing
rule searched, performs processing for the received packet
according to the processing rule searched.
(Fourth Mode)
The communication system as described in the first or
second mode, wherein

the node searches for a processing rule associated with an
identifier corresponding to an identifier of a received packet
and, if a matching rule corresponding to the processing rule
conforms to the received packet, performs processing for the
received packet according to the processing rule searched.
(Fifth Mode)
The communication system as described in one of the first
to fourth modes, wherein

the identifier is unique at least among a plurality of
processing rules each corresponding to a plurality of match-
ing rules that conforms to a received packet.
(Sixth Mode)
The communication system as described in one of the first
to fourth modes, wherein

the identifier is unique statistically.
(Seventh Mode)
The communication system as described in one of the first
to sixth modes, wherein

the node determines whether or not a received packet
includes an identifier of the received packet by checking
whether or not an additional header, in which the identifier
is stored, is added to the received packet.
(Eighth Mode)
The communication system as described in one of the first
to sixth modes, wherein

the node determines whether or not a received packet
includes an identifier of the received packet by checking
whether or not an identifier is stored in a predetermined field
of the received packet.
(Ninth Mode)
The communication system as described in one of the first
to sixth modes and the eighth mode, wherein

the control device controls each the node in such a way
that a node located at a start of a packet forwarding path
replaces information in a predetermined field of a received
packet with information including an identifier, followed by
forwarding the packet; and
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a node located at an end of the forwarding path restores
the information in a predetermined field of the received
packet to contents before the replacement, followed by
forwarding the packet.

(Tenth Mode)
The communication system as described in one of the first
to ninth modes, wherein

the control device sets a different identifier in a processing
rule that is set in a node on a packet forwarding path and
controls each the node in such a way that a node on the
forwarding path sequentially rewrites an identifier of a
received packet to an identifier of a next-hop node.
(Eleventh Mode)

The communication system as described in one of the first
to seventh modes and the tenth mode, wherein

the control device controls each the node in such a way
that a node located at a start of a packet forwarding path adds
an additional header, which includes an identifier, to a
received packet followed by forwarding the packet and a
node located at the end of the forwarding path removes the
additional header, followed by forwarding the packet.
(Twelfth Mode)

The communication system as described in one of the
seventh mode and the eleventh mode, wherein

the additional header stores a plurality of identifiers each
used for determination in a node on a packet forwarding
path.

(Thirteenth Mode)

(See the Node in the Second Aspect Above)

(Fourteenth Mode)

(See the Control Device in the Third Aspect Above)
(Fifteenth mode)

(See the Communication Method in the Fourth Aspect
Above)

(Sixteenth mode)

(See the Communication Method in the Fifth Aspect Above)
(Seventeenth mode)

(See the Program in the Sixth Aspect Above)

(Eighteenth mode)

(See the Program in the Seventh Aspect Above)

The thirteenth to eighteenth modes described above may
be embodied into the second to twelfth modes in the same
way as the first mode described above.

The disclosures of Non-Patent Documents given above
are hereby incorporated by reference into this specification.
The exemplary embodiments may be changed and adjusted
in the scope of the entire disclosure (including claims) of the
present invention and based on the basic technological
concept. With the scope of the claims of the present inven-
tion, various disclosed elements may be combined and
selected in a variety of ways. That is, it is apparent that the
present invention includes various modifications and
changes that may be made by those skilled in the art
according to the entire disclosure, including claims, and
technological concepts thereof.

What is claimed is:

1. A communication system, comprising:

a node that processes a packet; and

a control device that notifies a processing rule and first
identifier for identifying said processing rule to said
node, the processing rule including a matching rule for
matching with information included in a packet and an
instruction for processing a packet that corresponds to
the matching rule,
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wherein the node comprises:

a first unit which receives from the control device, the
processing rule and the first identifier for identifying
the processing rule; and

a second unit which determines whether to process a
received packet according to the instruction depend-
ing upon whether a second identifier attached to the
received packet corresponds to the first identifier
received from the control device.

2. The communication system as defined by claim 1,
wherein
the first and second identifiers are used to verify a
comparison result between the received packet and the
processing rule, the comparison being based on the
matching rule.
3. The communication system as defined by claim 1,
wherein
said node searches for a processing rule corresponding to

a matching rule which conforms to a received packet,

by comparing the received packet with the matching

rule and, in case where a second identifier of the
received packet corresponds to a first identifier associ-
ated with the processing rule searched, performs pro-
cessing for the received packet according to the pro-
cessing rule searched.

4. The communication system as defined by claim 1,

wherein

said node searches for a processing rule associated with a

first identifier corresponding to a second identifier of a

received packet and, in case where a matching rule

corresponding to the processing rule conforms to the
received packet, performs processing for the received
packet according to the processing rule searched.
5. The communication system as defined by claim 1,
wherein
the first and second identifiers are unique statistically or
unique at least among a plurality of processing rules
each corresponding to a plurality of matching rules that
corresponds to a received packet.
6. The communication system as defined by claim 1,
wherein
said node determines whether a received packet includes
a second identifier of the received packet by checking
whether an additional header, in which the second
identifier is stored, is added to the received packet.
7. The communication system as defined by claim 6,
wherein
the additional header stores a plurality of second identi-
fiers each used for determination in a node on a packet
forwarding path.
8. The communication system as defined by claim 1,
wherein
said node determines whether a received packet includes
a second identifier of the received packet by checking
whether a second identifier is stored in a predetermined
field of the received packet.
9. The communication system as defined by claim 1,
wherein
said control device controls each said node in such a way
that a node located at a start of a packet forwarding path

replaces information in a predetermined field of a

received packet with information including an identi-

fier, followed by forwarding the packet; and

a node located at an end of the forwarding path restores
the information in a predetermined field of the received
packet to contents before the replacement, followed by
forwarding the packet.
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10. The communication system as defined by claim 1,

wherein

said control device sets a different identifier in a process-
ing rule that is set in a node on a packet forwarding path
and controls each said node in such a way that a node
on the forwarding path sequentially rewrites an iden-
tifier of a received packet to an identifier of a next-hop
node.

11. The communication system as defined by claim 1,

wherein

said control device controls each said node in such a way
that a node located at a start of a packet forwarding path
adds an additional header, which includes an identifier,
to a received packet, followed by forwarding the
packet; and

a node located at an end of the forwarding path removes
the additional header, followed by forwarding the
packet.

12. The communication system as defined by claim 6,

wherein

the additional header stores a plurality of identifiers each
used for determination in a node on a packet forward-
ing path.

13. The communication system as defined by claim 1,

wherein

said control device controls each said node in such a way
that a node located at a start of a packet forwarding path
replaces information in a predetermined field of a
received packet with information including an second
identifier, followed by forwarding the packet; and

a node located at an end of the forwarding path restores
the information in a predetermined field of the received
packet to contents before the replacement, followed by
forwarding the packet.

14. The communication system as defined by claim 1,

wherein

said control device sets a different first identifier in a
processing rule that is set in a node on a packet
forwarding path and controls each said node in such a
way that a node on the forwarding path sequentially
rewrites a second identifier of a received packet to a
first identifier of a next-hop node.

15. The communication system as defined by claim 1,

wherein

said control device controls each said node in such a way
that a node located at a start of a packet forwarding path
adds an additional header, which includes a second
identifier, to a received packet, followed by forwarding
the packet; and

a node located at an end of the forwarding path removes
the additional header, followed by forwarding the
packet.

16. A node, comprising:

a first unit which receives from a control device, a
processing rule and first identifier for identifying said
processing rule, the processing rule including a match-
ing rule for matching with information included in a
packet and an instruction for processing a packet that
corresponds to the matching rule; and

a second unit which determines whether to process a
received packet according to the instruction depending
upon whether a second identifier attached to the
received packet corresponds to the first identifier
received from said control device.
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17. The node as defined by claim 16, wherein
the first and second identifier are used to verify a com-
paring result between the received packet and the
processing rule, the comparing being result based on
the matching rule.
18. The node as defined by claim 16, wherein
said second unit searches for a processing rule corre-
sponding to a matching rule which conforms to a
received packet, by comparing the received packet with
the matching rule and, in case where a second identifier
of the received packet corresponds to a first identifier
associated with the processing rule searched, performs
processing for the received packet according to the
processing rule searched.
19. The node as defined by claim 16, wherein
said second unit searches for a processing rule associated
with a first identifier corresponding to a second iden-
tifier of a received packet and, in case where a matching
rule corresponding to the processing rule conforms to
the received packet, performs processing for the
received packet according to the processing rule
searched.
20. The node as defined by claim 16, wherein
the first and second identifier are unique statistically or
unique at least among a plurality of processing rules
each corresponding to a plurality of matching rules that
corresponds to a received packet.
21. The node as defined by claim 16, wherein
said node determines whether or not a received packet
includes a second identifier of the received packet by
checking whether or not an additional header, in which
the second identifier is stored, is added to the received
packet.
22. The node as defined by claim 16, wherein
said node determines whether or not a received packet
includes a second identifier of the received packet by
checking whether or not a second identifier is stored in
a predetermined field of the received packet.
23. A control device, comprising:
a first unit which generates a processing rule and first
identifier for identifying said processing rule, the pro-
cessing rule including a matching rule for matching
with information included in a packet and an instruc-
tion for processing a packet that corresponds to the
matching rule; and
a second unit which sends the processing rule and the first
identifier to the node, said node determining whether to
process a received packet according to the instruction
depending upon whether a second identifier attached to
the received packet corresponds to the first identifier.
24. A communication method, comprising:
in a communication system comprising a node that pro-
cesses a packet, and a control device that notifies a
processing rule and first identifier for identifying the
processing rule to the node:
in a first unit of the node, a receiving step for receiving
the processing rule and the first identifier from the
control device, the processing rule including a
matching rule for matching with information
included in a packet and an instruction for processing
a packet that corresponds to the matching rule; and

in a second unit of the node, a determining step for
determining whether to process a received packet
according to the instruction depending upon whether
a second identifier attached to the received packet
corresponds to the first identifier received from the
control device.
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25. A communication method, comprising:
in a communication system comprising a node that pro-
cesses a packet, and a control device that notifies a
processing rule and first identifier for identifying said
processing rule to said node:
in a first unit of the control device, a generating step for
generating the processing rule and the first identifier
for identifying the processing rule, the processing
rule including a matching rule for matching with
information included in a packet and an instruction
for processing a packet that corresponds to the
matching rule; and
in a second unit of the control device, a sending step for
sending the processing rule and the first identifier to
the node, the node determining whether to process a
received packet according to the instruction depend-
ing upon whether a second identifier attached to the
received packet corresponds to the first identifier.
26. A non-transitory computer-readable storage medium
storing a program causing a node provided in a communi-
cation system to process a received packet, to perform the
processing of:
in a communication system comprising a node that pro-
cesses a packet, and a control device that notifies a
processing rule and first identifier for identifying said
processing rule to said node:
in a first unit of the node, a receiving step for receiving
the processing rule and the first identifier from the
control device, the processing rule including a
matching rule for matching with information
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included in a packet and an instruction for processing
a packet that corresponds to the matching rule; and

in a second unit of the node, a determining step for
determining whether to process a received packet
according to the instruction depending upon whether
a second identifier attached to the received packet
corresponds to the first identifier received from the
control device.

27. A non-transitory computer-readable storage medium
storing a program that causes a control device provided in a
communication system to control a node which processes a
received packet, to perform the processing of:

in a communication system comprising a node that pro-

cesses a packet, and a control device that notifies a

processing rule and first identifier for identifying said

processing rule to said node:

in a first unit of the control device, a generating step for
generating the processing rule and the first identifier
for identifying said processing rule, the processing
rule including a matching rule for matching with
information included in a packet and an instruction
for processing a packet that corresponds to the
matching rule; and

in a second unit of the control device, a sending step for
sending the processing rule and the first identifier to
said node, said node determining whether to process
a received packet according to the instruction
depending upon whether a second identifier attached
to the received packet corresponds to the first iden-
tifier.



